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**Trabalho Computacional 1**

***2.1. Escreva uma função que receba um número inteiro e retorne o número invertido.***

Código:

def inverte(n):

    # Converte o valor absoluto de 'n' para uma string

    # Obs: a função 'abs' foi utilizada para simplificação do código, mas poderia ser substituída por uma multiplicação por -1 caso o número fosse negativo

    s = str(abs(n))

    # Inicializa a variável 'result' como uma string vazia

    result = ''

    # Inicializa 'i' com o índice do último caractere da string 's'

    i = len(s) - 1

    # Enquanto 'i' for maior ou igual a 0, continua o loop

    while i >= 0:

        # Adiciona o caractere de índice 'i' da string 's' à variável 'result'

        result += s[i]

        # Decrementa 'i' para mover para o próximo caractere à esquerda

        i -= 1

    # Retorna o valor de 'result' convertido de volta para um número inteiro

    return int(result)

# Define o número 'n' para teste

n = 123456789

# Imprime o número original e o resultado invertido

print(f"Numero: {n}")

print(f"Invertido: {inverte(n)}")

Output:
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***2.2. Um número é meliante se contém a sequência 171 de dígitos. Ex.: 91713, 5617149. Escreva uma função que receba um número inteiro, identifique e informe ao usuário se esse número é meliante.***

Código:

def meliante(n):

    # Converte o número 'n' para uma string para facilitar a manipulação dos dígitos

    s = str(n)

    # Inicializa o índice 'i' como 0

    i = 0

    # Enquanto 'i' for menor que o tamanho da string 's', o loop continua

    while i < len(s):

        # Define os índices 'i1' e 'i2' como i+1 e i+2, respectivamente

        i1 = i + 1

        i2 = i + 2

        # Verifica se 'i1' e 'i2' são índices válidos na string

        if (i1 < len(s)) & (i2 < len(s)):

            # Verifica se a sequência de três dígitos consecutivos é "171"

            if (s[i] == '1') & (s[i1] == '7') & (s[i2] == '1'):

                # Se a sequência for "171", retorna True, indicando que o número é meliante

                return True

        # Incrementa 'i' para passar para o próximo dígito da string

        i += 1

    # Se nenhuma sequência "171" for encontrada, retorna False

    return False

# Define o número 'n' para testar

n = 123456171789

# Imprime o resultado, informando se o número é meliante ou não

print(f"O numero {n} é meliante? {meliante(n)}")

Output:
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***2.3. Um número é legal se não contém dígitos pares e se a soma dos seus dígitos for um número par. Escreva uma função que receba um número inteiro, identifique e informe ao usuário se esse número é legal.***

def legal(n):

    # Converte o valor absoluto de 'n' para uma string para tratar o número de forma mais fácil

    # Obs: a função 'abs' foi utilizada para simplificação do código, mas poderia ser substituída por uma multiplicação por -1 caso o número fosse negativo

    s = str(abs(n))

    # Inicializa a variável 'soma' que irá acumular a soma dos dígitos ímpares

    soma = 0

    # Itera sobre cada caractere da string 's'

    for c in s:

        # Converte o caractere para inteiro

        d = int(c)

        # Verifica se o dígito 'd' é par

        if (d % 2) == 0:

            # Se encontrar um dígito par, retorna False, pois o número não é "legal"

            return False

        # Se o dígito for ímpar, soma o valor de 'd' à variável 'soma'

        soma += d

    # Após a soma de todos os dígitos ímpares, verifica se a soma é par

    return (soma % 2) == 0

# Define o número 'n' para testar

n = 1135

# Imprime o resultado, informando se o número é "legal" ou não

print(f"O numero {n} é legal? {legal(n)}")

Output:
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***2.4. Escreva uma função que receba um número inteiro e faça a divisão de todos os seus dígitos por 2 produzindo um novo número.***

def divide(n):

    # Converte o valor absoluto de 'n' para uma string para tratar o número de forma mais fácil

    # Obs: a função 'abs' foi utilizada para simplificação do código, mas poderia ser substituída por uma multiplicação por -1 caso o número fosse negativo

    s = str(abs(n))

    # Inicializa a variável 'result' como uma string vazia

    result = ''

    # Itera sobre cada caractere da string 's' (cada dígito do número)

    for c in s:

        # Converte o caractere 'c' para um número inteiro

        d = int(c)

        # Divide o dígito 'd' por 2 e adiciona o resultado à string 'result'

        # A operação 'd // 2' realiza uma divisão inteira, descartando a parte decimal

        result += str(d // 2)

    # Converte a string 'result' de volta para um número inteiro e retorna

    return int(result)

# Define o número 'n' para testar

n = 4712

# Imprime o número original

print(f"Numero: {n}")

# Imprime o resultado da divisão de cada dígito de 'n' por 2

print(f"Dividido: {divide(n)}")

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAAAiCAYAAABRA4fSAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAVlSURBVGhD7Votj+pKGH7u1TWYZsWqGo5BVVexkgRFwh+o2gSLJJVYklX8AZJVJEhQ6CrMwVStqsHU3/u+80GndFtaFk62e/okDe0M007neb+Yh3+enp7+Q4tG4l/12aKBaMlrMFryGozinOcFWE1dWNEag8lStvkLbPonzMcz7GXLz4B+1ySU76avVfcZul9c+FhshnAybYSLsdF6AL1898YVz0uQ2D2a5k+Gh+DVRRxF6pqwn2E8GGBgHGvujj8kSWzEmx5OYcJXBvheXRznahwNcoYrBJ7qvjOukBfjeLTRv3j6nie52mBhsOoFK2y4gV9sEYj+zYYm7pMlbuh8FdAo8U3Vpw7jJv5igxU9S9xL9afdbOnGuPP9NFS/OakK8IJXuAjxflANn8JHz0kQvrML0XM4+gwm2MpOA3vMxmPMtBsuD4jIBzu/1PWdcTXnfcx2iLsvFwt1BY6Lzo6t1YI77GA3WCOyunihm/iLKdyYQrGw6DlCeygI07DcKaadneifk2U7/YBamfAh7HCejqMln9YkKgcKceR0CN/K04AX9OFEO0XKEpNvkjYqFCxLHGIXozrrRHlAGKk4fac7SMz2bMER1uckQJa6I9s0jYNziOrfb49IrA4xPoJrRdidTZrGvYVIHDOk06IysTUSjD8SzKWe8il8iK/pF6oBfyFz4g1DK6FStbl8D2H3vmjlDO8ZNhwMzfA3dFSnRHLcplYtcs9Enicn/JZn9wGF96Ed4q2cOel1yRHbmq7GoX/IhvpAL61EHrkAjnYfwbO6/hLohUToM44qL0gemEkdvzr5arAG/B4ZjUWh1zQidW3m2ZFrIdrVI4CJo4IT4XxyjjqPQDXyOEztYnS7trqWsJ9VsCMrntJLXgUbQUKeVzdXicTvGIUT5cC+kwnJvNB1Cpbl5MKAuJzkkE3nOvJKr6sX9lLijMLlQahIHoEWMLYkQR6TSTkHVFwIq6Xqa50rm/MIPK7GZJFyDpt0mAXL5+B8tkasn7eRRc/4kasjipnPvC6tloXBau+l6ld7KjXS0qTvl6+M74N2Y7rBqO55Lb4dWvIajJa8BqMlr8FoyWswWvIajC+Sp34Y1/4dU22cVhlS3DruZ6KYPKFZqR+Z6vgbFqQSWHA11sXc1GHDMdcsu+FTLIdJ1HOGK55n7EPO5Y5KlkC1k1978/VPj7sniIASwTWz7UZrZht9WTlsjcgx5LBCgbcY1cMm7/DTRC13RPbBxpcKphkLEpNYiO+cYbQVjhPIWqYpONw67mzN+shZterP3bMIvMVXUXDdfyBWp+yt/bOgy1jinYhiOUzMoVDgLUa9nPf7hAQ2eD96PxsLC2LBNAO1iWwqSN6zTU58oOmWjCNkLVP99UDhtnFM6gNE3Krwe6mcxCqIKS3pzXyrQ9RRRLkhmtQjz7SkQkiLcs7seXjpVhAzhWWaQm1FlI17kIhrIi+4GlGAQkBuY1vnyyEoJVHoVM5wC+qRJ8TU6xAKuF4g7wWUIWqLmXfDvUVcAxzK84Irh1UZAdjTT32j0GMFYsp/C+G+CZZiPWN83Lg2tcjzyIWsKg9Tuh07H4+BqY7/adxZxNVIdbsywXWP7ZHyGidEkXIo55nfF6H0duOqTp6K0dG6ijosJ20/+xQyYyNslUCE5DRXSquW56UoG/cAEZeREndNcFVK/IGeJgzagvuqCyY1ly8YdrGexxViZvXYavRkOa5TkXBpwuYfdMWiUD7ItF0ZZz6T2uanPl7xBopKN47jyap5yN6LOTI+m2cZLu6nQXlvMN7m5pn90232/RMqpOQcC9aFlf2SQqYVYxuMegVLi2+FlrwGoyWvsQD+B8btVdS+ZcuNAAAAAElFTkSuQmCC)

***2.5. Escreva uma função para imprimir todos os múltiplos de 5 menores que um número inteiro positivo dado.***

def multiplosDe5MenoresQue(max):

    # Inicializa a variável 'n' com o valor 0, que será utilizado para armazenar os múltiplos de 5

    n = 0

    # Enquanto 'n' for menor que o valor máximo fornecido, o loop continuará

    while n < max:

        # Imprime o valor atual de 'n', que é um múltiplo de 5

        print(n)

        # Incrementa 'n' por 5 a cada iteração, assim gerando o próximo múltiplo de 5

        n += 5

# Define o valor máximo para a função

n = 20

# Imprime a mensagem informando o valor máximo utilizado

print(f"Múltiplos de 5 menores que {n}:")

# Chama a função para imprimir os múltiplos de 5 menores que o valor de 'n'

multiplosDe5MenoresQue(n)

Output:

![](data:image/png;base64,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)

***2.6. Escreva um programa que leia os elementos de uma matriz quadrada e em seguida imprima os elementos da diagonal principal.***

def diagonalPrincipal(matriz):

    # Obtém o tamanho da matriz, ou seja, o número de linhas (assumindo que a matriz é quadrada)

    size = len(matriz)

    # Inicializa a variável 'i' com 0, que será usada para acessar os elementos da diagonal

    i = 0

    # Enquanto 'i' for menor que o tamanho da matriz, o loop continua

    while i < size:

        # Imprime o elemento da diagonal principal da matriz na posição (i, i)

        print(f"Elemento {i}x{i}: {matriz[i][i]}")

        # Incrementa 'i' para passar para o próximo elemento da diagonal

        i += 1

# Define uma matriz quadrada 4x4

matriz = [

    [1, 2, 3, 8],

    [4, 5, 6, 6],

    [7, 8, 9, 4],

    [7, 8, 9, 6]

]

# Imprime a mensagem indicando que os elementos da diagonal principal serão mostrados

print("Elementos da diagonal principal:")

# Chama a função para imprimir os elementos da diagonal principal

diagonalPrincipal(matriz)

Output:

![](data:image/png;base64,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)

***2.7. Escreva um programa que leia os elementos de uma matriz e em seguida imprima a soma dos elementos de cada coluna.***

def somaColunas(matriz):

    # Obtém o número de linhas e colunas da matriz

    linhas = len(matriz)

    colunas = len(matriz[0])

    # Inicializa as variáveis 'i' e 'j' que serão usadas para percorrer as linhas e as colunas

    i = 0

    j = 0

    # Enquanto 'j' for menor que o número de colunas, o loop continua

    while j < colunas:

        # Inicializa a variável 'somaColuna'

        somaColuna = 0

        # Loop para percorrer todas as linhas da coluna 'j'

        while i < linhas:

            # Soma o elemento atual da coluna 'j'

            somaColuna += matriz[i][j]

            # Incrementa 'i' para passar para a próxima linha

            i += 1

        # Imprime a soma dos elementos da coluna 'j'

        print(f"Soma da coluna {j}: {somaColuna}")

        # Reinicia 'i' para 0 e incrementa 'j' para passar para a próxima coluna

        i = 0

        j += 1

# Define uma matriz 2x4 como exemplo

matriz = [ [1, 2, 3, 4], [1, 2, 3, 4] ]

print(f"Soma elementos da coluna:")

# Chama a função para calcular e imprimir a soma das colunas da matriz

somaColunas(matriz)

Output:

![](data:image/png;base64,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)

***2.8. Escreva uma função para ordenar (crescente) um vetor recebido como argumento de entrada em seguida imprima esse vetor ordenado.***

# Função de ordenação Insertion Sort

def insertionSort(arr):

    # Inicia o índice 'i' em 1, porque o primeiro elemento já é considerado ordenado

    i = 1

    # Enquanto 'i' for menor que o tamanho do array, o loop continua

    while i < len(arr):

        # 'j' começa em 'i' e vai retrocedendo enquanto o valor da célula anterior for maior que o valor atual

        j = i

        # Loop interno para verificar e mover os elementos maiores que arr[j] para a direita

        while j > 0:

            # Se o elemento anterior for maior que o atual, faz a troca

            if (arr[j - 1] > arr[j]):

                aux = arr[j - 1]

                arr[j - 1] = arr[j]

                arr[j] = aux

                # print(arr)  # Se quiser ver a evolução do array, pode descomentar

            # Move o índice 'j' para a esquerda

            j -= 1

        # Move o índice 'i' para a próxima posição

        i += 1

    # Retorna o array ordenado

    return arr

# Função de ordenação Selection Sort

def selectionSort(arr):

    # Inicializa o índice 'i' como 0

    i = 0

    # Enquanto 'i' for menor que o tamanho do array, o loop continua

    while i < len(arr):

        # Inicializa o índice 'j' como 'i + 1'

        j = i + 1

        # Loop para percorrer os elementos à direita de arr[i]

        while j < len(arr):

            # Se o elemento atual for maior que o próximo, realiza a troca

            if (arr[i] > arr[j]):

                aux = arr[i]

                arr[i] = arr[j]

                arr[j] = aux

                # print(arr)  # Se quiser ver a evolução do array, pode descomentar

            j += 1

        # Move o índice 'i' para a próxima posição

        i += 1

    # Retorna o array ordenado

    return arr

# Array original para ordenação

arr = [5, 2, 8, 9, 4, 3, 7, 0, 1, 6]

# Exibe o array original e a ordenação com Insertion Sort

print(f"Array: {arr}")

print(f"Insertion Sort: {insertionSort(arr)}")

# Outro array para ordenação com Selection Sort

arr2 = [5, 2, 8, 9, 4, 3, 7, 0, 1, 6]

# Exibe o array original e a ordenação com Selection Sort

print(f"Array: {arr2}")

print(f"Selection Sort: {selectionSort(arr2)}")

Output:

![](data:image/png;base64,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)

***2.9. Escreva uma função que receba um vetor e determine se a soma de todos os seus elementos é maior do que a multiplicação de seus elementos de índice par.***

def validar(arr):

    # Inicializa as variaveis soma e multiplicacao

    soma = 0

    multiplicacao = 1

    # Inicializa o índice 'i' para percorrer o array

    i = 0

    # Laço para percorrer todos os elementos do array

    while i < len(arr):

        # Armazena o valor do elemento atual

        n = arr[i]

        # Soma o valor do elemento à variável soma

        soma += n

        # Verifica se o índice 'i' é par

        if i % 2 == 0:

            # Se for par, multiplica o valor de 'n' à variável multiplicacao

            multiplicacao \*= n

        # Incrementa o índice 'i' para continuar a iteração

        i += 1

    # Exibe a soma de todos os elementos e o produto dos elementos de índice par

    print(f"Soma dos elementos: {soma} | Multiplicação dos elementos de índice par: {multiplicacao}")

    # Retorna True se a soma for maior que a multiplicação, caso contrário, retorna False

    return soma > multiplicacao

# Exemplo de array para a função

arr = [2, 8, 6, 9, 5]

# Exibe o resultado da função

print(f"A soma dos elementos do array {arr} é maior do que a multiplicação dos elementos de índice par? {validar(arr)}")

Output:
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***2.10. Escreva uma função recursiva para identificar se todos os dígitos de um número inteiro são iguais.***

def validar(n):

    # Converte o valor absoluto de 'n' para uma string para tratar o número de forma mais fácil

    # Obs: a função 'abs' foi utilizada para simplificação do código, mas poderia ser substituída por uma multiplicação por -1 caso o número fosse negativo

    s = str(abs(n))

    # Se o número tiver apenas um dígito, todos os dígitos são iguais (pois há só um)

    if len(s) <= 1:

        return True

    # Se o primeiro dígito for diferente do segundo, retorna False

    if s[0] != s[1]:

        return False

    # Chama recursivamente a função, removendo o primeiro dígito e verificando o resto dos dígitos

    return validar(int(s[1:]))  # s[1:] retorna todos os elementos menos o primeiro

# Teste com o número 12345

n = 12345

print(f"Digitos do numero {n} são iguais? {validar(n)}")

# Teste com o número 22222

n = 22222

print(f"Digitos do numero {n} são iguais? {validar(n)}")

Output:

![](data:image/png;base64,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)

***2.11. Escreva uma função com e sem recursividade para retornar o maior elemento de um vetor.***

def maior(arr):

    # Inicializa a variável 'maior' com o primeiro elemento da lista

    maior = arr[0]

    # Percorre cada elemento 'n' na lista 'arr'

    for n in arr:

        # Se o elemento 'n' for maior que o 'maior' atual, atualiza o valor de 'maior'

        if (n > maior):

            maior = n

    # Retorna o maior valor encontrado na lista

    return maior

def maiorComRecursividade(arr):

    # Caso base: se a lista tiver apenas um elemento, esse é o maior valor

    if len(arr) == 1:

        return arr[0]

    # Chamada recursiva para encontrar o maior valor na sublista a partir do segundo elemento

    maiorRestante = maiorComRecursividade(arr[1:])

    # Exibe qual é o maior número encontrado na sublista atual

    # print(f"Maior {arr[1:]}: {maiorRestante}")

    # Compara o primeiro elemento da lista com o maior valor da sublista restante

    # Retorna o maior valor entre os dois

    return arr[0] if arr[0] > maiorRestante else maiorRestante

# Exemplo de lista de números

arr = [2, 81, 6, 9, 5]

print(f"O maior elemento do array {arr} é: {maior(arr)}")

print(f"O maior elemento do array {arr} é: {maiorComRecursividade(arr)}")

Output:

![](data:image/png;base64,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)

***2.12. Escreva uma função com e sem recursividade para retornar o total de dígitos de um número inteiro.***

def digitos(n):

    # Garante que o número é positivo para contar os dígitos

    # Obs: a função 'abs' foi utilizada para simplificação do código, mas poderia ser substituída por uma multiplicação por -1 caso o número fosse negativo

    n = abs(n)

    # Inicializa a quantidade de dígitos como 1 (pelo menos um dígito)

    digitos = 1

    # Enquanto o número for maior ou igual a 10, divide-o por 10 e aumenta a contagem de dígitos

    while n >= 10:

        n //= 10  # Divisão inteira por 10

        digitos += 1  # Aumenta o contador de dígitos

    # Retorna o número de dígitos encontrados

    return digitos

def digitosComRecursividade(n):

    # Garante que o número é positivo para contar os dígitos

    # Obs: a função 'abs' foi utilizada para simplificação do código, mas poderia ser substituída por uma multiplicação por -1 caso o número fosse negativo

    n = abs(n)

    # Caso base: se o número for menor que 10, retorna 1 (apenas um dígito)

    if n < 10:

        return 1

    # Chamada recursiva: divide o número por 10 e adiciona 1 ao número de dígitos

    return 1 + digitosComRecursividade(n // 10)

# Testando para o número 64885

n = 64885

print(f"A quantidade de dígitos do número {n} é: {digitos(n)}")  # Função Iterativa

print(f"A quantidade de dígitos do número {n} é: {digitosComRecursividade(n)}")  # Função Recursiva

Output:

![](data:image/png;base64,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)

***2.13. Implemente o método de ordenação Bubble sort.***

def bubbleSort(arr):

    # Inicializa a variável 'trocou' para garantir que o loop continue enquanto ocorrerem trocas

    trocou = True

    while(trocou):

        # A cada iteração, considera que não houve trocas (trocou = False)

        trocou = False

        # Itera sobre os elementos da lista

        i = 0

        while i < (len(arr) - 1):

            j = i + 1

            # Se o elemento da posição i for maior que o da posição j, troca-os

            if (arr[i] > arr[j]):

                trocou = True

                aux = arr[i]

                arr[i] = arr[j]

                arr[j] = aux

                # print(arr)  # Descomente para ver o array em cada troca

            i += 1

    # Retorna a lista ordenada

    return arr

# Testando o algoritmo Bubble Sort

arr = [5, 2, 8, 9, 4, 3, 7, 0, 1, 6]

print(f"Array: {arr}")

print(f"Ordenado: {bubbleSort(arr)}")

Output:

![](data:image/png;base64,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)

***2.14. Implemente o método de ordenação Bucket sort.***

def bucketSort(arr, qtd\_buckets = 0):

    # Exibe o array que será ordenado

    # print(f"Ordenando array: {arr}")

    # Caso o array tenha 1 ou 0 elementos, ele já está ordenado

    if len(arr) <= 1:

        return arr

    # Caso o array tenha apenas dois elementos, verifica se precisam ser trocados

    if len(arr) == 2:

        if arr[0] > arr[1]:

            # Troca os elementos se estiverem fora de ordem

            aux = arr[0]

            arr[0] = arr[1]

            arr[1] = aux

        return arr

    # Inicializa as variáveis min e max com o primeiro elemento do array

    min = arr[0]

    max = arr[0]

    # Cria uma lista vazia para os buckets

    buckets = []

    # Percorre o array para encontrar os valores mínimo e máximo

    i = 0

    while i < len(arr):

        if arr[i] < min:

            min = arr[i]

        if arr[i] > max:

            max = arr[i]

        i += 1

    # Se os valores mínimo e máximo forem iguais, não há necessidade de ordenar

    if max == min:

        return arr

    # Se qtd\_buckets não for fornecido, define o número de buckets como o tamanho do array

    if qtd\_buckets == 0:

        qtd\_buckets = len(arr)

    # Cria a quantidade de buckets necessária (lista de listas vazias)

    i = 0

    while i < qtd\_buckets:

        buckets.append([])

        i += 1

    # Calcula o intervalo (step) entre os buckets

    step = (max - min) / qtd\_buckets

    # Distribui os elementos nos buckets com base no intervalo (step)

    for n in arr:

        # Calcula o índice do bucket onde o número será inserido

        bkt\_i = (n - min) // step

        # Garantir que o índice do bucket não ultrapasse a quantidade de buckets

        if bkt\_i >= qtd\_buckets:

            bkt\_i -= 1

        # Adiciona o número ao bucket correspondente

        buckets[int(bkt\_i)].append(n)

    # Exibe os buckets formados

    # print(f"buckets: {buckets}")

    # Ordena recursivamente cada bucket individualmente

    i = 0

    while i < qtd\_buckets:

        # A recursão acontece aqui: chama bucketSort para ordenar os buckets

        # O parâmetro qtd\_buckets é 0 para que o algoritmo use a quantidade original de buckets

        buckets[i] = bucketSort(buckets[i],  0 if qtd\_buckets == len(arr) else qtd\_buckets)

        i += 1

    # Combina os elementos de todos os buckets ordenados em um array final

    result = []

    for bucket in buckets:

        for n in bucket:

            result.append(n)

    # Retorna o array ordenado

    return result

# Exemplo de uso da função bucketSort

arr = [5, -2.2, 4.9, -1.5, 99, -4, 3.2, -3.5, 1.7, -1.8, 1.6, 1.5]

# Exibe o array original e o array ordenado após a aplicação do algoritmo

print(f"Array: {arr}")

print(f"Ordenado: {bucketSort(arr, 4)}")

Output:
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